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# Task 1

## Write a program to implement Lexical Analyzer to identify token.

**Source Code:**

import re

# Define token patterns

token\_specification = [

    ('NUMBER',    r'\d+(\.\d\*)?'),  # Integer or decimal number

    ('ASSIGN',    r'='),            # Assignment operator

    ('END',       r';'),            # Statement terminator

    ('ID',        r'[A-Za-z]+'),    # Identifiers

    ('OP',        r'[+\-\*/]'),      # Arithmetic operators

    ('SKIP',      r'[ \t]'),        # Skip over spaces and tabs

    ('MISMATCH',  r'.'),            # Any other character

]

# Compile the regex for performance

token\_re = '|'.join(f'(?P<{pair[0]}>{pair[1]})' for pair in token\_specification)

get\_token = re.compile(token\_re).match

# Token class to store token information

class Token:

    def \_\_init\_\_(self, type, value, position):

        self.type = type

        self.value = value

        self.position = position

    def \_\_repr\_\_(self):

        return f'Token({self.type}, {self.value}, {self.position})'

def lex(text):

    line\_no = 1

    line\_start = 0

    pos = 0

    tokens = []

    match = get\_token(text)

    while match is not None:

        type = match.lastgroup

        value = match.group(type)

        if type == 'NUMBER':

            value = float(value) if '.' in value else int(value)

        elif type == 'ID' and value in {'if', 'else', 'for', 'while'}:

            type = value.upper()

        elif type == 'SKIP':

            pos = match.end()

            match = get\_token(text, pos)

            continue

        elif type == 'MISMATCH':

            raise RuntimeError(f'{value!r} unexpected on line {line\_no}')

        tokens.append(Token(type, value, match.start()))

        pos = match.end()

        match = get\_token(text, pos)

    tokens.append(Token('EOF', '', pos))

    return tokens

# Example usage

text = input('Enter the lexeme: ')

tokens = lex(text)

for token in tokens:

    print(token)

**Output:**
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# Task 2

## Write a program to implement First of grammar.

**Source Code:**

# Define the grammar rules

# Example grammar:

# S -> AB

# A -> aA | ε

# B -> bB | ε

grammar = {

    'S': [['A', 'B']],

    'A': [['a', 'A'], ['ε']],

    'B': [['b', 'B'], ['ε']]

}

# Initialize the FIRST set

first = {non\_terminal: set() for non\_terminal in grammar}

# Function to compute the FIRST set for a given non-terminal

def compute\_first(non\_terminal):

    # If FIRST is already computed, return it

    if first[non\_terminal]:

        return first[non\_terminal]

    # Process each production rule

    for production in grammar[non\_terminal]:

        for symbol in production:

            if symbol.islower():  # Terminal symbol

                first[non\_terminal].add(symbol)

                break

            elif symbol == 'ε':  # Epsilon

                first[non\_terminal].add('ε')

                break

            else:  # Non-terminal symbol

                first\_set = compute\_first(symbol)

                if 'ε' in first\_set:

                    first[non\_terminal].update(first\_set - {'ε'})

                else:

                    first[non\_terminal].update(first\_set)

                    break

        else:

            first[non\_terminal].add('ε')

    return first[non\_terminal]

# Compute the FIRST set for all non-terminals

for non\_terminal in grammar:

    compute\_first(non\_terminal)

# Print the FIRST sets

for non\_terminal, first\_set in first.items():

    print(f'FIRST({non\_terminal}) = {{ {", ".join(first\_set)} }}')

**Output:**
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# Task 3

## Write a program to implement Follow of grammar.

**Source Code:**

class ShiftReduceParser:

    def \_\_init\_\_(self, grammar):

        self.grammar = grammar

        self.stack = []

        self.input = []

        self.action = None

    def parse(self, tokens):

        self.stack = []

        self.input = tokens + ["$"]  # End of input marker

        self.action = None

        while self.input:

            print(f"Stack: {self.stack}, Input: {self.input}, Action: {self.action}")

            if self.reduce():

                if self.stack == ["E"] and self.input == ["$"]:

                    print(f"Stack: {self.stack}, Input: {self.input}, Action: Accepted")

                    return True

                continue

            if self.shift():

                continue

            print("Error: No valid actions available")

            return False

        print(f"Stack: {self.stack}, Input: {self.input}, Action: Rejected")

        return False

    def shift(self):

        if self.input and self.input[0] != "$":

            self.action = "Shift"

            self.stack.append(self.input.pop(0))

            return True

        return False

    def reduce(self):

        for lhs, rhs\_list in self.grammar.items():

            for rhs in rhs\_list:

                if self.stack[-len(rhs):] == rhs:

                    self.action = f"Reduce by {lhs} -> {' '.join(rhs)}"

                    self.stack = self.stack[:-len(rhs)]

                    self.stack.append(lhs)

                    return True

        return False

if \_\_name\_\_ == "\_\_main\_\_":

    grammar = {

        "E": [

            ["E", "+", "E"],

            ["E", "\*", "E"],

            ["(", "E", ")"],

            ["id"]

        ]

    }

    parser = ShiftReduceParser(grammar)

    tokens = ["id", "+", "id"]

    parser.parse(tokens)

**Output:**
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# Task 4

## Write a program to implement Shift Reduce Parser.

**Source Code:**

# Define the grammar rules

# Example grammar:

# S -> AB

# A -> aA | ε

# B -> bB | ε

grammar = {

    'S': [['A', 'B']],

    'A': [['a', 'A'], ['ε']],

    'B': [['b', 'B'], ['ε']]

}

# Initialize the FIRST set

first = {non\_terminal: set() for non\_terminal in grammar}

# Function to compute the FIRST set for a given non-terminal

def compute\_first(non\_terminal):

    # If FIRST is already computed, return it

    if first[non\_terminal]:

        return first[non\_terminal]

    for production in grammar[non\_terminal]:

        for symbol in production:

            if symbol.islower():  # Terminal symbol

                first[non\_terminal].add(symbol)

                break

            elif symbol == 'ε':  # Epsilon

                first[non\_terminal].add('ε')

                break

            else:  # Non-terminal symbol

                first\_set = compute\_first(symbol)

                if 'ε' in first\_set:

                    first[non\_terminal].update(first\_set - {'ε'})

                else:

                    first[non\_terminal].update(first\_set)

                    break

        else:

            first[non\_terminal].add('ε')

    return first[non\_terminal]

# Compute the FIRST set for all non-terminals

for non\_terminal in grammar:

    compute\_first(non\_terminal)

# Initialize the FOLLOW set

follow = {non\_terminal: set() for non\_terminal in grammar}

follow['S'].add('$')  # End of input symbol for the start symbol

# Function to compute the FOLLOW set for all non-terminals

def compute\_follow():

    while True:

        updated = False

        for non\_terminal, productions in grammar.items():

            for production in productions:

                trailer = follow[non\_terminal].copy()

                for symbol in reversed(production):

                    if symbol in grammar:  # Non-terminal

                        if follow[symbol] != follow[symbol].union(trailer):

                            follow[symbol].update(trailer)

                            updated = True

                        if 'ε' in first[symbol]:

                            trailer.update(first[symbol] - {'ε'})

                        else:

                            trailer = first[symbol].copy()

                    else:  # Terminal

                        trailer = {symbol}

        if not updated:

            break

# Compute the FOLLOW sets

compute\_follow()

# Print the FOLLOW sets

for non\_terminal, follow\_set in follow.items():

    print(f'FOLLOW({non\_terminal}) = {{ {", ".join(follow\_set)} }}')

**Output:**
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# Task 5

## Write a program to implement LR Parser.

**Source Code:**

class LRParser:

    def \_\_init\_\_(self):

        # Define the simplified grammar rules

        self.grammar = [

            ("E", ["E", "+", "E"]),  # Rule 1

            ("E", ["id"])            # Rule 2

        ]

        # Define the simplified parsing table

        self.action = {

            (0, "id"): ("S", 2),   # Shift and go to state 2

            (0, "+"): None,       # Error

            (1, "$"): ("ACC",),   # Accept

            (2, "+"): ("S", 3),   # Shift and go to state 3

            (2, "$"): ("R", 1),   # Reduce using rule 1 (E -> E + E)

            (3, "id"): ("S", 2),  # Shift and go to state 2

        }

        self.goto = {

            (0, "E"): 1,

            (3, "E"): 4

        }

        self.stack = [0]  # Initial state

    def parse(self, tokens):

        tokens.append("$")  # End of input marker

        index = 0

        while True:

            state = self.stack[-1]

            token = tokens[index]

            if (state, token) in self.action:

                action, value = self.action[(state, token)]

                if action == "S":

                    # Shift operation

                    self.stack.append(value)

                    index += 1

                elif action == "R":

                    # Reduce operation

                    rule = self.grammar[value]

                    for \_ in range(len(rule[1])):

                        self.stack.pop()

                    goto\_state = self.goto[(self.stack[-1], rule[0])]

                    self.stack.append(goto\_state)

                elif action == "ACC":

                    # Accept operation

                    print("Accepted")

                    return True

            else:

                print("Error")

                return False

# Example usage

parser = LRParser()

tokens = ["id", "+", "id"]

if parser.parse(tokens):

    print("Parsing successful.")

else:

    print("Parsing failed.")

**Output:**
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# Task 6

## Write a program to implement Intermediate code generation.

**Source Code:**

class IntermediateCodeGenerator:

    def \_\_init\_\_(self):

        self.temp\_counter = 0

        self.instructions = []

        self.label\_counter = 0

    def generate\_temp(self):

        """Generate a new temporary variable name."""

        self.temp\_counter += 1

        return f"t{self.temp\_counter - 1}"

    def generate\_label(self):

        """Generate a new label name."""

        self.label\_counter += 1

        return f"L{self.label\_counter - 1}"

    def add\_instruction(self, instruction):

        """Add an instruction to the list of instructions."""

        self.instructions.append(instruction)

    def generate\_code(self, ast):

        """Generate intermediate code from the AST."""

        self.visit(ast)

        return self.instructions

    def visit(self, node):

        """Visit a node in the AST."""

        if isinstance(node, BinOp):

            return self.visit\_binop(node)

        elif isinstance(node, Num):

            return node.value

        elif isinstance(node, Variable):

            return node.name

    def visit\_binop(self, node):

        """Handle binary operations."""

        left = self.visit(node.left)

        right = self.visit(node.right)

        result = self.generate\_temp()

        self.add\_instruction(f"{result} = {left} {node.op} {right}")

        return result

class ASTNode:

    """Base class for all AST nodes."""

    pass

class BinOp(ASTNode):

    def \_\_init\_\_(self, left, op, right):

        self.left = left

        self.op = op

        self.right = right

class Num(ASTNode):

    def \_\_init\_\_(self, value):

        self.value = value

class Variable(ASTNode):

    def \_\_init\_\_(self, name):

        self.name = name

# Example usage

if \_\_name\_\_ == "\_\_main\_\_":

    # Constructing AST for the expression: (2 + 6) \* 3

    ast = BinOp(

        left=BinOp(left=Num(2), op='+', right=Num(6)),

        op='\*',

        right=Num(3)

    )

    # Generate intermediate code

    generator = IntermediateCodeGenerator()

    intermediate\_code = generator.generate\_code(ast)

    # Print intermediate code

    for instruction in intermediate\_code:

        print(instruction)

**Output:**
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# Task 7

## Write a program to implement Final code generation.

**Source Code:**

class FinalCodeGenerator:

    def \_\_init\_\_(self):

        self.instructions = []

        # Register mapping for temporary variables

        self.registers = {"t0": "R0", "t1": "R1", "t2": "R2", "t3": "R3"}

    def generate\_final\_code(self, intermediate\_code):

        """Generate final assembly code from intermediate code."""

        for instruction in intermediate\_code:

            self.translate\_instruction(instruction)

        return self.instructions

    def translate\_instruction(self, instruction):

        """Translate a single intermediate code instruction to assembly."""

        parts = instruction.split()

        temp\_var = parts[0]

        op1 = parts[2]

        operator = parts[3]

        op2 = parts[4]

        # Load operands into registers

        if op1.isdigit():

            self.add\_instruction(f"LOADI {op1}, {self.registers[temp\_var]}")

        else:

            self.add\_instruction(f"LOAD {op1}, {self.registers[temp\_var]}")

        if op2.isdigit():

            self.add\_instruction(f"LOADI {op2}, R3")

        else:

            self.add\_instruction(f"LOAD {op2}, R3")

        # Perform the operation

        if operator == "+":

            self.add\_instruction(f"ADD {self.registers[temp\_var]}, R3")

        elif operator == "-":

            self.add\_instruction(f"SUB {self.registers[temp\_var]}, R3")

        elif operator == "\*":

            self.add\_instruction(f"MUL {self.registers[temp\_var]}, R3")

        elif operator == "/":

            self.add\_instruction(f"DIV {self.registers[temp\_var]}, R3")

        # Store the result back to the temporary variable

        self.add\_instruction(f"STORE {self.registers[temp\_var]}, {temp\_var}")

    def add\_instruction(self, instruction):

        """Add an instruction to the list of final instructions."""

        self.instructions.append(instruction)

# Example usage

if \_\_name\_\_ == "\_\_main\_\_":

    # Example intermediate code

    intermediate\_code = [

        "t0 = 2 + 6",

        "t1 = t0 \* 3"

    ]

    # Generate final code

    final\_generator = FinalCodeGenerator()

    final\_code = final\_generator.generate\_final\_code(intermediate\_code)

    # Print final code

    for instruction in final\_code:

        print(instruction)

**Output:**

![](data:image/png;base64,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)

# Task 8

## Write a program to implement Type Conversion.

**Source Code:**

class IntermediateCodeGenerator:

    def \_\_init\_\_(self):

        self.temp\_counter = 0

        self.instructions = []

        self.label\_counter = 0

    def generate\_temp(self):

        """Generate a new temporary variable name."""

        self.temp\_counter += 1

        return f"t{self.temp\_counter - 1}"

    def generate\_label(self):

        """Generate a new label name."""

        self.label\_counter += 1

        return f"L{self.label\_counter - 1}"

    def add\_instruction(self, instruction):

        """Add an instruction to the list of instructions."""

        self.instructions.append(instruction)

    def generate\_code(self, ast):

        """Generate intermediate code from the AST."""

        self.visit(ast)

        return self.instructions

    def visit(self, node):

        """Dispatch method for visiting AST nodes."""

        if isinstance(node, BinOp):

            return self.visit\_binop(node)

        elif isinstance(node, Num):

            return node.value

        elif isinstance(node, Variable):

            return node.name

        elif isinstance(node, TypeConversion):

            return self.visit\_type\_conversion(node)

    def visit\_binop(self, node):

        """Handle binary operations."""

        left = self.visit(node.left)

        right = self.visit(node.right)

        result = self.generate\_temp()

        self.add\_instruction(f"{result} = {left} {node.op} {right}")

        return result

    def visit\_type\_conversion(self, node):

        """Handle type conversion operations."""

        operand = self.visit(node.operand)

        result = self.generate\_temp()

        self.add\_instruction(f"{result} = ({node.target\_type}) {operand}")

        return result

class ASTNode:

    """Base class for all AST nodes."""

    pass

class BinOp(ASTNode):

    def \_\_init\_\_(self, left, op, right):

        self.left = left

        self.op = op

        self.right = right

class Num(ASTNode):

    def \_\_init\_\_(self, value):

        self.value = value

class Variable(ASTNode):

    def \_\_init\_\_(self, name):

        self.name = name

class TypeConversion(ASTNode):

    def \_\_init\_\_(self, operand, target\_type):

        self.operand = operand

        self.target\_type = target\_type

# Example usage

if \_\_name\_\_ == "\_\_main\_\_":

    # Constructing AST for the expression: (2 + 6.0) \* 3

    ast = BinOp(

        left=BinOp(left=Num(2), op='+', right=TypeConversion(Num(6.0), "int")),

        op='\*',

        right=Num(3)

    )

    # Generate intermediate code

    generator = IntermediateCodeGenerator()

    intermediate\_code = generator.generate\_code(ast)

    # Print intermediate code

    for instruction in intermediate\_code:

        print(instruction)

**Output:**
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# Task 9

## Write a program to check whether a given identifier is valid or not.

**Source Code:**

class IdentifierChecker:

    def \_\_init\_\_(self):

        # List of reserved keywords

        self.keywords = {

            "auto", "break", "case", "char", "const", "continue",

            "default", "do", "double", "else", "enum", "extern", "float",

            "for", "goto", "if", "inline", "int", "long", "register",

            "restrict", "return", "short", "signed", "sizeof", "static",

            "struct", "switch", "typedef", "union", "unsigned", "void",

            "volatile", "while", "\_Alignas", "\_Alignof", "\_Atomic", "\_Bool",

            "\_Complex", "\_Generic", "\_Imaginary", "\_Noreturn",

            "\_Static\_assert", "\_Thread\_local"

        }

    def is\_valid\_identifier(self, identifier):

        """Check if the given identifier is valid."""

        if not identifier:

            return False

        if identifier in self.keywords:

            return False

        if not (identifier[0].isalpha() or identifier[0] == '\_'):

            return False

        for char in identifier[1:]:

            if not (char.isalnum() or char == '\_'):

                return False

        return True

# Example usage

if \_\_name\_\_ == "\_\_main\_\_":

    checker = IdentifierChecker()

    identifiers = ["while", "\_validIdentifier1", "1Invalid", "invalididentifier", "int", "validIdentifier"]

    for identifier in identifiers:

        if checker.is\_valid\_identifier(identifier):

            print(f"'{identifier}' is a valid identifier.")

        else:

            print(f"'{identifier}' is not a valid identifier.")

**Output:**
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# Task 10

## Write a program to check whether a given string is within valid comment section or not.

**Source Code:**

class CommentChecker:

    def \_\_init\_\_(self):

        pass

    def is\_within\_comment(self, code, string):

        lines = code.split('\n')

        in\_multiline\_comment = False

        for line in lines:

            stripped\_line = line.strip()

            # Check for single-line comment

            if '//' in stripped\_line:

                comment\_index = stripped\_line.index('//')

                comment\_part = stripped\_line[comment\_index:]

                if string in comment\_part:

                    return True

            # Check for start of multi-line comment

            if '/\*' in stripped\_line:

                in\_multiline\_comment = True

                comment\_index = stripped\_line.index('/\*')

                comment\_part = stripped\_line[comment\_index:]

                if string in comment\_part:

                    return True

            # Check for end of multi-line comment

            if '\*/' in stripped\_line:

                if in\_multiline\_comment:

                    comment\_index = stripped\_line.index('\*/')

                    comment\_part = stripped\_line[:comment\_index + 2]

                    if string in comment\_part:

                        return True

                    in\_multiline\_comment = False

                    continue

            # Check for string within multi-line comment

            if in\_multiline\_comment:

                if string in stripped\_line:

                    return True

        return False

# Example usage

if \_\_name\_\_ == "\_\_main\_\_":

    code = '''

    // This is a single-line comment

    int main() {

        printf("Hello, world!");  // This is an inline comment

        return 0;

    }

    '''

    multi\_line\_code = '''

    /\*

    This is a multi-line comment

    spanning multiple lines

    \*/

    int main() {

        printf("Hello, world!");

        return 0;

    }

    '''

    checker = CommentChecker()

    string1 = "single-line comment"

    string2 = "multi-line comment"

    string3 = "not in comment"

    print(checker.is\_within\_comment(code, string1))   # Expected: True

    print(checker.is\_within\_comment(multi\_line\_code, string2))  # Expected: True

    print(checker.is\_within\_comment(code, string3))  # Expected: False

**Output:**

![](data:image/png;base64,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)